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1. **Polecenie:**

Opracować scenę hierarchiczną zgodnie z obrazem używając zamiast kół wielokąty obracające się (animacja!) według wariantu. Opracowanie powinno być w jednym z języków: Java lub JavaScript, na dwa sposoby:

(a) używając hierarchiję funkcje (sposób subroutinowy)

(b) tworząc graf sceny (sposób obiektowy). W tym celu proponuję do pobrania odpowiedni pliki

**Podpunkt a (sposób subroutinowy):**

1. **Wprowadzane dane:**
   1. **Rysowanie trójkątów**

**let px = 0;**

**let py = 0;**

**let scale = 1;**

**graphics.save()**

**graphics.fillStyle = "blue";**

**graphics.translate(1.5 \* scale + px, -0.25 \* scale + py)**

**graphics.scale(scale, scale);**

**graphics.rotate((frameNumber \* 0.75) \* Math.PI / 180);**

**filledPolygon();**

**graphics.restore();**

**graphics.save()**

**graphics.fillStyle = "blue";**

**graphics.translate(-1.5 \* scale + px, 0.25 \* scale + py)**

**graphics.scale(scale, scale);**

**graphics.rotate((frameNumber \* 0.75) \* Math.PI / 180);**

**filledPolygon();**

**graphics.restore();**

**graphics.save()**

**graphics.fillStyle = "red";**

**graphics.rotate(-10 / 180 \* Math.PI)**

**graphics.scale(3 \* scale, 0.2 \* scale)**

**graphics.translate(px, py);**

**filledRect();**

**graphics.restore();**

**graphics.save()**

**graphics.scale(0.5 \* scale, 2 \* scale)**

**graphics.fillStyle = "blue";**

**graphics.translate(0 \* scale + px, -1 \* scale + py)**

**filledTriangle();**

**graphics.restore();**

***// --------------------- 2***

**px = -2;**

**py = 2;**

**scale = 0.5;**

**graphics.save()**

**graphics.fillStyle = "blue";**

**graphics.translate(1.5 \* scale + px, -0.25 \* scale + py)**

**graphics.scale(scale, scale);**

**graphics.rotate((frameNumber \* 0.75) \* Math.PI / 180);**

**filledPolygon();**

**graphics.restore();**

**graphics.save()**

**graphics.fillStyle = "blue";**

**graphics.translate(-1.5 \* scale + px, 0.25 \* scale + py)**

**graphics.scale(scale, scale);**

**graphics.rotate((frameNumber \* 0.75) \* Math.PI / 180);**

**filledPolygon();**

**graphics.restore();**

**graphics.save()**

**graphics.fillStyle = "red";**

**graphics.translate(px, py);**

**graphics.rotate(-10 / 180 \* Math.PI)**

**graphics.scale(3 \* scale, 0.2 \* scale)**

**filledRect();**

**graphics.restore();**

**graphics.save()**

**graphics.translate(0 \* scale + px, -2 \* scale + py)**

**graphics.scale(0.5 \* scale, 2 \* scale)**

**graphics.fillStyle = "blue";**

**filledTriangle();**

**graphics.restore();**

***// --------------------- 3***

**px = 2;**

**py = 2;**

**scale = 0.3;**

**graphics.save()**

**graphics.fillStyle = "blue";**

**graphics.translate(1.5 \* scale + px, -0.25 \* scale + py)**

**graphics.scale(scale, scale);**

**graphics.rotate((frameNumber \* 0.75) \* Math.PI / 180);**

**filledPolygon();**

**graphics.restore();**

**graphics.save()**

**graphics.fillStyle = "blue";**

**graphics.translate(-1.5 \* scale + px, 0.25 \* scale + py)**

**graphics.scale(scale, scale);**

**graphics.rotate((frameNumber \* 0.75) \* Math.PI / 180);**

**filledPolygon();**

**graphics.restore();**

**graphics.save()**

**graphics.translate(px, py);**

**graphics.fillStyle = "red";**

**graphics.rotate(-10 / 180 \* Math.PI)**

**graphics.scale(3 \* scale, 0.2 \* scale)**

**filledRect();**

**graphics.restore();**

**graphics.save()**

**graphics.translate(0 \* scale + px, -2 \* scale + py)**

**graphics.scale(0.5 \* scale, 2 \* scale)**

**graphics.fillStyle = "blue";**

**filledTriangle();**

**graphics.restore();**

* 1. **Rysowanie jedenastokąta**

**function filledPolygon() {**

**graphics.beginPath();**

**let w = 11;**

**let r = 0.5;**

**let kat = 360 / w;**

**for (let i = 1; i <= w; i++) {**

**let rad = ((kat \* i) \* (2 \* Math.PI)) / 360**

**let y = Math.sin(rad) \* r;**

**let x = Math.cos(rad) \* r;**

**graphics.lineTo(x, y);**

**}**

**graphics.closePath();**

**graphics.fill();**

**}**

1. **Wykorzystane komendy:**
   1. **kod źródłowy**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<meta charset="UTF-8">**

**<script>**

**var canvas; *// The canvas that is used as the drawing surface***

**var graphics; *// The 2D graphics context for drawing on the canvas.***

**var X\_LEFT = -4; *// The xy limits for the coordinate system.***

**var X\_RIGHT = 4;**

**var Y\_BOTTOM = -3;**

**var Y\_TOP = 3;**

**var BACKGROUND = "white"; *// The display is filled with this color before the scene is drawn.***

**var pixelSize; *// The size of one pixel, in the transformed coordinates.***

**var frameNumber = 0; *// Current frame number. goes up by one in each frame.***

***// TODO: Define any other necessary state variables.***

***/\*\****

***\* Responsible for drawing the entire scene. The display is filled with the background***

***\* color before this function is called.***

***\*/***

**function drawWorld() {**

***// TODO: Draw the content of the scene.***

**rotatingRect(); *// (DELETE THIS EXAMPLE)***

**}**

***/\*\****

***\* This method is called just before each frame is drawn. It updates the modeling***

***\* transformations of the objects in the scene that are animated.***

***\*/***

**function updateFrame() {**

**frameNumber++;**

***// TODO: If other updates are needed for the next frame, do them here.***

**}**

***// TODO: Define methods for drawing the objects in the scene.***

**function rotatingRect() { *// (DELETE THIS EXAMPLE)***

**graphics.save(); *// (It might be necessary to save/restore transform and color)***

**graphics.fillStyle = "red";**

**graphics.rotate( (frameNumber\*0.75) \* Math.PI/180 );**

**graphics.scale( 2, 2 );**

**filledRect();**

**graphics.restore();**

**}**

***//------------------- Some methods for drawing basic shapes. ----------------***

**function line() { *// Draws a line from (-0.5,0) to (0.5,0)***

**graphics.beginPath();**

**graphics.moveTo(-0.5,0);**

**graphics.lineTo(0.5,0);**

**graphics.stroke();**

**}**

**function rect() { *// Strokes a square, size = 1, center = (0,0)***

**graphics.strokeRect(-0.5,-0.5,1,1);**

**}**

**function filledRect() { *// Fills a square, size = 1, center = (0,0)***

**graphics.fillRect(-0.5,-0.5,1,1);**

**}**

**function circle() { *// Strokes a circle, diameter = 1, center = (0,0)***

**graphics.beginPath();**

**graphics.arc(0,0,0.5,0,2\*Math.PI);**

**graphics.stroke();**

**}**

**function filledCircle() { *// Fills a circle, diameter = 1, center = (0,0)***

**graphics.beginPath();**

**graphics.arc(0,0,0.5,0,2\*Math.PI);**

**graphics.fill();**

**}**

**function filledTriangle(g2) {*// Filled Triangle, width 1, height 1, center of base at (0,0)***

**g2.beginPath();**

**g2.moveTo(-0.5,0);**

**g2.lineTo(0.5,0);**

**g2.lineTo(0,1);**

**g2.closePath();**

**g2.fill();**

**}**

***// ------------------------------- graphics support functions --------------------------***

***/\*\****

***\* Draw one frame of the animation. Probably doesn't need to be changed,***

***\* except maybe to change the setting of preserveAspect in applyLimits().***

***\*/***

**function draw() {**

**graphics.save(); *// to make sure changes don't carry over from one call to the next***

**graphics.fillStyle = BACKGROUND; *// background color***

**graphics.fillRect(0,0,canvas.width,canvas.height);**

**graphics.fillStyle = "black";**

**applyLimits(graphics,X\_LEFT,X\_RIGHT,Y\_TOP,Y\_BOTTOM,false);**

**graphics.lineWidth = pixelSize; *// Use 1 pixel as the default line width***

**drawWorld();**

**graphics.restore();**

**}**

***/\*\****

***\* Applies a coordinate transformation to the graphics context, to map***

***\* xleft,xright,ytop,ybottom to the edges of the canvas. This is called***

***\* by draw(). This does not need to be changed.***

***\*/***

**function applyLimits(g, xleft, xright, ytop, ybottom, preserveAspect) {**

**var width = canvas.width; *// The width of this drawing area, in pixels.***

**var height = canvas.height; *// The height of this drawing area, in pixels.***

**if (preserveAspect) {**

***// Adjust the limits to match the aspect ratio of the drawing area.***

**var displayAspect = Math.abs(height / width);**

**var requestedAspect = Math.abs(( ybottom-ytop ) / ( xright-xleft ));**

**var excess;**

**if (displayAspect > requestedAspect) {**

**excess = (ybottom-ytop) \* (displayAspect/requestedAspect - 1);**

**ybottom += excess/2;**

**ytop -= excess/2;**

**}**

**else if (displayAspect < requestedAspect) {**

**excess = (xright-xleft) \* (requestedAspect/displayAspect - 1);**

**xright += excess/2;**

**xleft -= excess/2;**

**}**

**}**

**var pixelWidth = Math.abs(( xright - xleft ) / width);**

**var pixelHeight = Math.abs(( ybottom - ytop ) / height);**

**pixelSize = Math.min(pixelWidth,pixelHeight);**

**g.scale( width / (xright-xleft), height / (ybottom-ytop) );**

**g.translate( -xleft, -ytop );**

**}**

***//------------------ Animation framework ------------------------------***

**var running = false; *// This is set to true when animation is running***

**function frame() {**

**if (running) {**

***// Draw one frame of the animation, and schedule the next frame.***

**updateFrame();**

**draw();**

**requestAnimationFrame(frame);**

**}**

**}**

**function doAnimationCheckbox() {**

**var shouldRun = document.getElementById("animateCheck").checked;**

**if ( shouldRun != running ) {**

**running = shouldRun;**

**if (running)**

**requestAnimationFrame(frame);**

**}**

**}**

***//----------------------- initialization -------------------------------***

**function init() {**

**canvas = document.getElementById("thecanvas");**

**if (!canvas.getContext) {**

**document.getElementById("message").innerHTML = "ERROR: Canvas not supported";**

**return;**

**}**

**graphics = canvas.getContext("2d");**

**document.getElementById("animateCheck").checked = false;**

**document.getElementById("animateCheck").onchange = doAnimationCheckbox;**

**draw();**

**}**

**</script>**

**</head>**

**<body onload="init()" style="background-color:#EEEEEE">**

**<noscript>**

**<p><b style="color:red">Error: This page requires JavaScript, but it is not available.</b></p>**

**</noscript>**

**<p id="message"><label><input type="checkbox" id="animateCheck"><b>Run the Animation</b></label></p>**

**<div style="float:left; border: 2px solid black">**

**<canvas id="thecanvas" width="800" height="600" style="display:block"></canvas>**

**</div>**

**</body>**

**</html>**

1. **Link do zdalnego repozytorium:**

* https://github.com/Terminalk/GKLab

1. **Wynik działania:** 
   1. **Wynik działania**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyoAAAKACAIAAAD8WxusAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsQAAA7EAZUrDhsAAEkDSURBVHhe7d15nBTVuf/xIxr1xg0URSQal6ARTYRoRHCNXvcleA24opigxvV6o+JCogFFwWs0yqYmbuD208QNt6tXxS3xxgUXjETBJRoDoiiKSlQ4vyq/Z4apmmGW7jpVp7o/79fzB/Q03dUFNB+o4RkzDwAAADkivwAAAHJFfgEAAOSK/AIAAMgV+QUAAJAr8gsAACBX5BcAAECuyC8AAIBctZBff/rTny688MJhSxd9NLqPuzcAAAA6ooX8ar29JLqPuzcAAAA6ooX8coXVzBlnnDFz5syrrrpK33X3njdv8hDTsiGT3T08eGrUtnqSbUc95W6qRHzsHTtMPbGnl+b1wQEAQBg6kF9PP/20tXbBggXDhw+PvuvuLa6GGsOhIcmqi6PmJo9qfED3lFU9gw6zQw+RfSE1e03kFwAANa29+XX77bdH7bVo0aJx48bpFndvSedXww3Z9ldUS0ser/r8ajjGbA+ygxKvCQAA1IHW8uvss8/WNyZMmLB48eIov+644w7dEnH3lqXmV3b/kqNHzDC/nho1ZMgQHWVRAZR+TQAAoA4sNb9uueWWTz/99OKLLz733HMXLFgQtddzzz2nD4m7t6Tzy118bPh+w7XI+IaGMHPV0eS7o5rcK6XxXl/7+ke6m7YdNdl9rGnFND7h0tPmqVGjoqdxd0zcbcnRjlpycF9/PHnsTb7XcAwmPvSmr9ZpvCnmbk6/ppsbvr/kYJr8sIbHavKkrZwvAAAQrpbz64wzznj33Xej5Prss88++OCD6BvRd8866yyFl7h7SzIlIukicHf4+mb37YbKaPyx0Qeb3q2pp55ygbMkTRp/WHRT8ocpWuLvfH17swf72uQhur2hcBL3argxfjZ9O3Ww7rtNj6HxB8UPlbzbkgNy9/n6yZq/phZ+lL6tD7hDbHzSJc/jPgIAAMpgqf/6NWLEiNmzZ0fhFfn888/PP/983d7I3VuWZEDTOGiiaSe4bzdUR9Pvpj7URLOPLPWHLYkd9+2W4qShvhqLKHGvppXU9Nvpw2jheXXHZkfruNtbfLDk95P31GPrji3cq9nzAACAcLX2uV9Rgb3//vuLFy++8sor3U1NuHtL01hw305GQQt3aPhw0++mPtREs48s7Ye5bzfRwqM1NFdTrnRiXvKryYG1+GDJ7yefdmmP3dLzAACAsLWWX5GRI0feeuut7jtJ7t7iMsDFQkMtNMmCpndINUP7cqLZR5b2w5b+EI2eGjWk6Ufdj2jyQ5rWTrKDko+e+N7SEqnhQ/F33O0tPljy+8l76rF1xxbu1fgIAAAgfC3kVyVb75tlgGuRxlua3sF9rKUPtZITjQXirhsu9Ye575jGckk9WvTx5rd8/SMafkjDEX793abfTj1T8ntN75j4gPtO9IGGJ0o+T3Qvvabkg3/9waaP0MIhJH8EAAAogxbyq6Nf89FlR4OGFGhy89fdsOT7226rCPn6rg1FEtm2YQ9EpIWgaHiArx+t9R/W5KO6e6MmR+Geoel9I9HNTY98SOJVJB+36TEs+W+I0Uca/8NkJH76xgdccjd3VE1fU/ODbullNH3S1s8XAAAIUwv5BQAAAH/ILwAAgFyRXwAAALkivwAAAHJFfgEAAOSK/AIAAMgV+QUAAJAr8gsAACBX5BcAAECuyC8AAIBckV8AAAC5Ir8AAAByRX4BAADkivwCAADIFfkFAACQK/ILAAAgV+QXAABArsgvAACAXJFfAAAAuSK/AAAAcuXyywAAAMAbFZeQXwAAAN6puCSRXxYAAACZUmWpuIT8AgAA8EiVpeIS8gsAAMAjVZaKS8gvAAAAj1RZKi4hvwAAADxSZam4hPwCAADwSJWl4hLyCwAAwCNVlopLyC8AAACPVFkqLiG/AAAAPFJlqbiE/AIAAPBIlaXiEvILAADAI1WWikvILwAAAI9UWSouIb8AAAA8UmWpuIT8AgAA8EiVpeIS8gsAAMAjVZaKS8gvAAAAj1RZKi4hvwAAADxSZam4hPwCAADwSJWl4hLyCwAAwCNVlopLyC8AAACPVFkqLiG/AAAAPFJlqbiE/AIAAPBIlaXiEvILAADAI1WWikvILwAAAI9UWSouIb8AAAA8UmWpuIT8AgAA8EiVpeIS8gsAAMAjVZaKS8gvAAAAj1RZKi4hvwAAADxSZam4hPwCAADwSJWl4hLyCwAAwCNVlopLyC8AAACPVFkqLiG/AAAAPFJlqbiE/AIAAPBIlaXiEvILAADAI1WWikvILwAAAI9UWSouIb8AAAA8UmWpuIT8AgAA8EiVpeIS8gsAAMAjVZaKS8gvAAAAj1RZKi4hvwAAADxSZam4hPwCAADwSJWl4hLyCwAAwCNVlopLyC8AAACPVFkqLiG/AAAAPFJlqbiE/AIAAPBIlaXiEvILAADAI1WWikvILwAAAI9UWSouIb8AAAA8UmWpuIT8AgAA8EiVpeIS8gsAAMAjVZaKS8gvAAAAj1RZKi4hvwAAADxSZam4hPwCAADwSJWl4hLyCwAAwCNVlopLyC8AAACPVFkqLiG/AAAAPFJlqbiE/AIAAPBIlaXiEvILAADAI1WWikvILwAAAI9UWSouIb8AAAA8UmWpuIT8AgAA8EiVpeIS8gsAAMAjVZaKS8iv/Lzxhh061B57rD3xRPuLX9hhw+zw4facc+x559nRo+1vfmMvvdROmGCvvNJec429/nr3owAAQKmpslRcQn7l5KKL7PLLRz8BHZhDD7Vz5rgfDgAASkqVpeIS8su7Rx6x/foluqr9s+aadvJk9zgAAKCMVFkqLiG/PPr4Y3vCCYmcqmwOO8y+9557TAAAUC6qLBWXkF++XHON7d49UVHVzFpr8dlgAACUkipLxSXkV/ZefNHus08inrKawYPt3LnuWQAAQCmoslRcQn5l7JxzEsGU+XTrZm+4wT0XAAAInypLxSXkV2buustuvnkilfzN4Yfb9993zwsAAEKmylJxCfmVmR49EoXke9Ze2/7pT+6pAQBAsFRZKi4hv7IxdmyijfKZI490zw4AAIKlylJxCfmVjZ49E2GU2/zjH+4AAABAmFRZKi4hvzJw1VWJJMpzzjnHHQMAAAiTKkvFJeRXBrbYIpFEeU737u4YAABAmFRZKi4hv6p1002JHsp/rrrKHQkAAAiQKkvFJeRXtSr+eo5ZTd++7kgAAECAVFkqLiG/qnLnnYkSKmoefNAdDwCUwuzZ9qc/tSutZDt3tl27xp9Hse66doMN7MYb21697I472mefdfcEaoAqS8Ul5FdVdtklkUFFzaBB7ngAIHzjx9vVVku/jzWfCy5w9wfKTpWl4hLyq3IPPJB4pyh2Xn3VHRUABOupp+zOO6ffvlqZnXayzz3nfixQXqosFZeQX5Xz9HW1K5tTT3VHBQAB+vJLe9pp6Teuds7o0e5BgJJSZam4hPyq0BNPJN4dqpyuZu6rpudtZv8R5uyB5pZNzV9Td2hzVl3VLlzojg0AgvL003bDDdPvWh2anXe2zz/vHg0oHVWWikvIrwoNGpR4a6hydjKPpG5aaFZ42mx1jRlyirlod3N/D/NO8uMtzGWXuWMDgKAMHpx+v6pgdtzRPRpQOqosFZeQXxX6xS8S7wtVzgmm7a8ZOces9ZDZ+VJz0lDzu23Mn1c2n6Tuss027tgAIBwvv5x4p6pmHn/cPSZQLqosFZeQXxW67LLEm0KVc4U5On1TO+Y1853bzP4jza8Gmf/Xy7w8ZIg7NgAIxzHHpN66Kp/Bg91jAuWiylJxCflVoWw3fj1p+qdv6vh8tdwKdsst7RFH2P/+b3v//fadd9yxAkBB3ngj9UZV7bz1lntkoERUWSouIb8q9MILiXeEKme+WTV9Uyaz5pr2Rz+yJ51kr7zS/ulP9uOP3dEDQC7+67/Sb0tVzvDh7pGBElFlqbiE/KrQ/PmJd4RqZiMzM32Tv/nOd+yAAfaXv7Q33xx/RgY6Ivp7/NCh9thj7Yknxp/8N2xY/CfBOefY886L/2P8b35jL73UTpgQt+4119jrr3c/Cqhbc+bYZZdNvwlVOdFfKoHSUWWpuIT8qlzXrok3hYrnx+aO9E25zfLL2x/8wB5+eHy98r777Ntvu9eGZi66KD5bqfPX+hx6aPzHD1C3or+fpH5TtD73mj3HmGGDzaQ+5rlvmC9SH22cK65wjw+UhSpLxSXkV+W22irxjlDxDDfnpW8qcHS98sQT43c4rld+7ZFHKv/C6tHpnDzZPQ5Qb3bYIf07opVZ3vwrddNLZvObzEHRO2T0d9QNzazGj2y5pXt8oCxUWSouIb8q95OfuPeCKid6f0nfFNRstJH98Y/d9crp092Lrw9RfJ5wQvp8VDCHHWbfe889JlA/Dj88/XuhldnSPJO+KTnzzapPmv5XmKPHbjI2/lvR3LnuaYDgqbJUXEJ+Ve6UU5q+M1Q13zZv7m3uPsNccL059AXz/UWmU/oe4cw3vuGuV154ob333hq+XnnNNbZ79/Srr3jWWovPBkPdOfvs9G+EVuYIc236pjZn3XXtnnvGX8zouuvss8/aL75wTwwERpWl4hLyq3Jj216VWuEsYxZ/37xwiLnhfHPmFLPPG2b99D2Cmq5d46+Le8IJ8fXKJ5+M/1dCyb34oq8v6Dl4MH9jRx25+ur0b4FW5iKTxd9oN9vMHnigPfdce8cdduZMdxzBmz3b/vSndqWVbOfO8Rtq9Be/KCw32MBuvLHt1Ste9x+1JUpNlaXiEvKrclOmJH7Xe53O5sPtzOPHmgnjzXGPmh3mmS7pewQ1G24YX68cPtzedFPprleec0761WQ73brZG25wzwXUtoceSv/6b2XuN7unb6p+VlnF9u9vjz463pT98MNhfhLA+PF2tdXSB958LrjA3R9lpMpScQn5VbmXXkr83sh5dL3ydDP6enPo82aL7P97d4bzjW/YPn3if/kZMya+Xvn3v7szGJi77rKbb54+dk9z+OH2/ffd8wK1atas9K/8VmYr8/SR5urfmF/8j9ntH2ad9Iezmm99y+6xhz31VHvttfG/Kf3rX+5Yi/DUU/GXEk8dYCuz0072uefcj0W5qLJUXEJ+Ve6TTxK/MQqcXr2sXbw4vmZ2ww32zDPtvvva9cO+XrnGGvG/p59wgr38cvvEE4Fcr+zRI32YXmftteP/WgrUsEWL0r/s2z/dzOxdzP/+p/nt78zQP5ttFpiV0vfIaqI3UF2vvP12+9pr7tA9+/LL+DPWUgfSzhk92j0ISkSVpeIS8qsqffokflcUNQcc4I4n4aOP4q9PO3GiPe64+P9/r756+ocFNRtuaPfbz551Vny98qWX3EvIkb/P5GtljjzSPTtQqzL8m2BP8+r+5rbfrzfCDhxoN900/eGsZpVV4k0zRx0Vr1F+6CEf1yuffjp+w0s9bYdm553t88+7R0MpqLJUXEJ+VWX6dNslgM/CuvJKdzxteOste8898V+dDjvM9u4d9PXK5ZaLjzA6zjFj4mP2f72yZ8/0IeQz//iHOwCgJg0YkP41X+UMHeoe2S5cGIfMNdfE/wt99909/vN19MjR4+t65TPPxM9bncGD089Qwey4o3s0lIIqS8Ul5Fe17r478Vsi/6nq8zFffNHeeGP8b0777hv/N5vUQwc1ul55/PHxv+c98UT8b3vZueqq9LPlNuec444BqEmffBL/TSr1y77iWWutVv9xfM6c+N+rLr00brRttrErr5z+8VlNr1520CA7cqS97baOXq98+eX0g1U8jz/uHhPhU2WpuIT8ysC4cYnfEnlO9Le+LEVNE5VN1DdR5UStExVP6vk6PvNMF1//TzPqxagao3aMCjLqyCpssUX6sXOb7t3dMQC1Kgqmzp3Tv/IrmE6d7NSp7jHbK2qjqJCiTopqKWqm1CM2mwrfr6LOi2ovaj5dr2z1a40dc0z6R1c8gwe7x0T4VFkqLiG/snHqqYnfFfnMkCHu2T36+9/ja39jxrjrlcstlz6Itmaa6R1N6kYvs+yy7nrl6NHxMb/1lnsJbbnppvQj5TxXXeWOBKhVmazp+eMf3aNVbuHC+OrhtdfGb9ktXa/M7P1K1yujvx9fc018hbTheuUbb6TvWOW0+30OBVNlqbiE/MpMVl+DqJ2z777uefMW/U02Cpazzoo/U74dnz56uxkQTerGnGb11eP/c3DccfG/5z3++NKuV1b89Ryzmr593ZEANazK/93i68tsv/eeu1551FHRe8Ht/3awr/erTTe1Awfe12/E/ua2nubV1AcrnuHD3etA4FRZKi4hvzLz+efxF4Jt+hvD30TFED1dEObPj69XXn55vEWipeuVl5iTo0ndWNisv37crWeeGW/oePFFu3jxnXem71LIPPigO51ADav4C7Wdf757BN8uucReMnxuvIHi3HPjbRTtuF5Z2SwwK/3ZbPM7M/Q/zW93Mf/bzcxudpd2zZpruiNH4FRZKi4hv7L0yiuZfLpUG7Pxxvadd9wzhujvf493q44ZE39iQp8+J3e69GRzSfo1BDLLLjtz5S2uN4eebkbvbe7+tnkz9fHcZtAgd/KA2nbAAelf/G1Oxp/h2qqTT44n4V//irez6nrlHnvEW1tTx5fR/MOs8z9mt9+YXxxprt7KPN3s40sdX/8uiEypslRcQn5l7L77Er8xMp8o78q17mXAADtgl4/j65XDh8dfiajKdTeeZ57p8qjZYbw57lgzYTvzeGfzYbO7+JpXX3VnDKhtU6fGJfPd76Z/C6Sme/f4b3BR9uQpfr8a4L69VO+9F3/9ossui7+WUf/+8Z6w1KFXPfeb3ZvdttTZckt3XAiZKkvFJeRX9iZOTPzeyHYeesg9S1n07h1Pwvz58Vfmjv7KdsIJ8RfR6No1/SJDmjfM+lPMPuebMw8xN3zfvLCMWdzsLtlM9AcSUFemTYsv8fXtu+R3QadOdtdd4386f+YZd5+ctfB+1R4zZ8Zf4VvXKzfbbMnrqXQuMqc0u22ps8su7igQMlWWikvILy+GDUv89shqbrnFPX6JdOkSTxvefju+XnnhhfGXQvzBD+KvEZl65cHMItPpBfP9682hZ5gLsr1eueqq1W9zBErp9dfjf0u6++7ifwu06/2qTV98EV+vvO66+OsK7bmnXXfd9O/2tuYIc22z25Y6xx/vnhYhU2WpuIT88mXCBLvXXonfJNXM6qvHD1g68+a544++0THTp9ubb7a//GV8vXKjjZaciPDmJnNQs9sqnOhPIABFqfz9qk1z59pHHvnzoWOvMEc/afrPN6su+W3f0mxpnml221Jn3Dj3JAiZKkvFJeSXX/Pnx//H7uCDK1y/vMMOdsSI+EpdSU2b5l5I9I2qfPxx/OWpr7jCnnii/dGP4v/t03iOip7h5rxmt1U422zjXi6A/GX2frUUDz205Df7hmbWj80d0btH9Pe3l8zmSz7w9Sxv/pW8obUp3Wek1CdVlopLyK/8TJkS7ztu8+uSbbyxPfbYeMFgpl9Wpxi33+5eVPSNjL39dvzfHP77v931yuWXX3IG853oPbTZbRVOHnt0ASyFx/err82ateQ3e2q+Yb7oY54bbCaNMcPuNXumPtr6vPuue3yETJWl4hLyqwCPPRZ/cljThTKrrmr339+OH29nzHD3qQ2XNGyciL7h3csvu+uVAwbY73xnycn1PNHfYpvdVuGMGeNeCoD8+X6/WrRoyW/2rGaNNdyDI3CqLBWXkF9FeuEFO2pUx7+KWXmc3LBvNb1KJwe6Xnnllfakk/xdr5xvVm12W+Vz113u2AHkL4f3q/XXX/L7PZPZbjv3yAicKkvFJeQXPBrQ8NU72l6lk4N33rH33x9frzziiHhVzvIruIOrYp40/ZvdVvm89po7UgD5y+H9qvEpspqhQ90jI3CqLBWXkF/wqHfD166tZJWOf/27vDzI/L+R5le3mf1fM5Vcr7zCHN3stgpnxRXdUQEoRA7vV598suRZqp+11oq/Bi9KQZWl4hLyCx516eLeJjJYpePBVlu5w9OsbD7Zxvx5qPndpeakh8zOc8xaiQ+3NCeYsc1uq3D69HFHBaAQ+bxfRcHUufOS3/gVT6dOtfyJK7VHlaXiEvILvjQu0dFkv0qnaj/5SeIIm08P887u5v5TzEXXmCFPm60WmvT1yp3MI8kbKp+DD3ZHBSB/eb5fTZmSeK7K5o9/dI+GUlBlqbiE/IIvjUt0NJ5W6VTjlFMSR9ie2dT8daC5ZYQ5+zaz/6umZ1czN3WHimfkSHdUAPKX8/vV2LGJp+vo8GW2S0eVpeIS8gu+NC7R0XhapVONKt8Bs51bb3VHBSB/+b9fVfDXP83557tHQImoslRcQn7Bl8YlOpo8Vn91UCaXALKa6dPdUQHIXyHvVwcckHjS9kwUbSgjVZaKS8gv+NK4REdTwOqvtrz0UuIIC5xllolXMgIoSlHvV1On2lNPtd/9buLZm0/37nbwYHvtte5HoXRUWSouIb/gS2rDTRCrv5I++SRxhAVOr17ukAAUovD3q2nT7Lnn2r59lxxDp052113jL4bxzDPuPigvVZaKS8gv+JJabxPm6q8+fRIHWdQccIA7HgCFCOf96vXX7WWX2bvvtgsXultQA1RZKi4hv+BL4xIdTZirv6ZPTx9nIXPlle54ABSiFO9XKC9VlopLyC94kVqiowlw9Vck+ltm6jhzngsucEcCoBAler9CSamyVFxCfsGL1BIdTYCrv2TcuPSh5jb8PyagcOV6v0IZqbJUXEJ+wYvUEh1NgKu/Gp16avpoc5ghQ9yzAyhQ6d6vUDqqLBWXkF/wIrVERxPg6q+m2vwaRNnOvvu65wVQrDK+X6FcVFkqLiG/4EVqiY4mwNVfTX3+ud1yy/Qxe5p+/eKnAxCCMr5foVxUWSouIb/gRWqJjibA1V8pr7xi11gjfdiZz8Yb23fecc8IoHAlfb9CiaiyVFxCfsGL1BIdTZirv1Luuy992NlOlHfPP++eC0AIyvt+hbJQZam4hPyCFy0u0yrLKp2JE9NHnuE89JB7FgCBKPX7FUpBlaXiEvIL2WtxiY6mLKt0hg1LH3kmc8st7vEBBKIG3q8QPlWWikvIL2SvxSU6mhKt0pkwwe61V/r4K57VV48fEEBoauP9CoFTZam4hPxC9lpcoqMp3Sqd+fPtDTfYgw+2K6+cfi3tmR12sCNG2CefdI8GIDS19H6FYKmyVFxCfiF7LS7R0ZR6lc6UKfaYY2yPHukXlZqNN7bHHmv/+Ef70UfuBwIIVq2+XyEoqiwVl5BfyF6LS3Q0tbFK57HH4k8O69VryetadVW7//52/Hg7Y4a7D4BSqPn3K4RAlaXiEvIL2WtxiY6mxlbpvPCCHTXKTp3qvgugdOrn/QoFUmWpuIT8QvZaXKKjYZUOgKDwfoUcqLJUXEJ+IXstLtHRsEoHQFB4v0IOVFkqLiG/kLFWluhoWKUDIBC8XyEfqiwVl5BfyFgrS3Q0rNIBEAjer5APVZaKS8gvZKyVJToaVukACATvV8iHKkvFJeQXMtbKEh0Nq3QABIL3K+RDlaXiEvILGWtliY6GVToAAsH7FfKhylJxCfmFjLWyREfDKh0AgeD9CvlQZam4hPxCxlpZoqNhlQ6AQPB+hXyoslRcQn4hY60s0dGwSgdAIHi/Qj5UWSouIb+QpTaX6GhYpQOgcLxfITeqLBWXkF/IUptLdDSs0gFQON6vkBtVlopLyC9kqc0lOhpW6QAoHO9XyI0qS8Ul5Bey1OYSHQ2rdAAUjvcr5EaVpeIS8gtZanOJjoZVOgAKx/sVcqPKUnEJ+YUstblER8MqHQCF4/0KuVFlqbiE/EKW2lyio2GVDoDC8X6F3KiyVFxCfiFLbS7R0bBKB0DheL9CblRZKi4hv5CZdi7R0bBKB0CBeL9CnlRZKi4hv5CZdi7R0bBKB0CBeL9CnlRZKi4hv5CZdi7R0bBKB0CBeL9CnlRZKi4hv5CZdi7R0bBKB0CBeL9CnlRZKi4hv5CZdi7R0bBKB0BZLFjgvgFURpWl4hLyC5lp5xIdDat0AAB1QpWl4hLyC5lp5xIdDat0AAB1QpWl4hLyC5lp5xIdDat0AAB1QpWl4hLyC9no0BIdDat0AAD1QJWl4hLyC9no0BIdDat0AAD1QJWl4hLyC9no0BIdDat0AAD1QJWl4hLyC9no0BIdDat0AAD1QJWl4hLyC9no0NIvDau/AAD1QJWl4hLyC9no0NIvDau/AAD1QJWl4hLyC9no0NIvDau/AAD1QJWl4hLyC9no0NIvDau/AAD1QJWl4hLyCxmoYOmXhtVfAICap8pScQn5hQxUsPRLw+ovAEDNU2WpuIT8QgYqWPqlYfUXAKDmqbJUXEJ+IQMVLP3SsPoLAFDzVFkqLiG/kIEKln5pWP0FAKh5qiwVl5BfyEAFS780rP4CANQ8VZaKS8gvZKCCpV8aVn8BAGqeKkvFJeQXMlDB0i8Nq78AADVPlaXiEvIL1ap46ZeG1V8AgNqmylJxCfmFalW89EvD6i8AQG1TZam4hPxCtSpe+qVh9RcAoLapslRcQn6hWhUv/dKw+gsAUNtUWSouIb9QrYqXfmlY/QUAqG2qLBWXkF+oVsVLvzSs/gIA1DZVlopLyC9Uq+KlXxpWfwEAapsqS8Ul5BeqVfHSLw2rvwAAtU2VpeIS8gtVqXLpl4bVXwCAGqbKUnEJ+YWqVLn0S8PqLwBADVNlqbiE/EJVqlz6pWH1FwCghqmyVFxCfqEqVS790rD6CwBQw1RZKi4hv1CVKpd+aVj9BQCoYaosFZeQX6hKlUu/NKz+AgDUMFWWikvIL1SlyqVfGlZ/AQBqmCpLxSXkF6pS5dIvDau/AAA1TJWl4hLyC5XLZOmXhtVfAIBapcpScQn5hcplsvRLw+ovAECtUmWpuIT8QuUyWfqlYfUXAKBWqbJUXEJ+oXKZLP3SsPoLAFCrVFkqLiG/EIQFC9w3AACoMaosFZeQXwAAAB6pslRcQn4BAAB4pMpScQn5BQAA4JEqS8Ul5BcAAIBHqiwVl5BfAAAAHqmyVFxCfgEAAHikylJxCfkFAADgkSpLxSXkFwAAgEeqLBWXkF8AAAAeqbJUXEJ+AQAAeKTKUnEJ+QUAAOCRKkvFJeQXAACAR6osFZeQXwAAAB6pslRcQn4BAAB4pMpScQn5BQAA4JEqS8Ul5BcAAIBHqiwVl5BfAAAAHqmyVFxCfgEAAHikylJxCfkFAADgkSpLxSXkFwAAgEeqLBWXkF8AAAAeqbJUXEJ+AQAAeKTKUnEJ+QUAAOCRKkvFJeQXAACAR6osFZeQXwAAAB6pslRcQn6hprz1ln36aTttmp0+3c6YYWfNim9591373nv2ww/tggV24UK7aJG7MwAAOVBlqbiE/ELtuPhiu+KK0a/ytqdTJ7vCCnallWznznbNNW337na99eyGG9pNNrGbbWZ797ZbbWX79bM77GB33tnuvru97jr3FAAAdJQqS8Ul5BdqwaOP2m23TQRW5nPooXb2bPd0AAC0nypLxSXkF8ptwQJ70kmJTvI3XbvaSZPc8wIA0E6qLBWXkF8oseuusz16JAophznsMDtnjjsAAADapMpScQn5hVKaPt3ut1+iivKcNde0kye7IwEAoHWqLBWXkF8onxEjEjFU1AweHP+HSgAAWqfKUnEJ+YUyueceu8UWiQYqdtZay15/vTs2AABapMpScQn5hXKYPdv+9KeJ9AlnDj/czp3rjhMAgBRVlopLyC+UwPjxdrXVEsUT2nTrZm+4wR0tAABNqbJUXEJ+IWhPPRUvPm0aOiHPEUfY9993Rw4AgKiyVFxCfiFQX35pTzstETelmLXXtjfe6F4CAAARVZaKS8gvhOjmm+MvAdQ0a8o1Q4bYDz5wrwUAUOdUWSouIb8QltdeswMHJlKmpNO9u73pJveiAAD1TJWl4hLyCwEZPTr+YthNI6bsM2SInTfPvToAQH1SZam4hPxCEKZNsz/8YSJcambWWSe+lgoAqFuqLBWXkF8IwpFHJpKl9iZ6gR9+6F4sAKCuqLJUXEJ+oXh/+1uiVGp1jjrKvV4AQF1RZam4hPxC8Y4/PpEpNTxz5riXDACoH6osFZeQXyjY228nAqW257zz3KsGANQPVZaKS8gvFKyMu1UrnvXWc68aAFA/VFkqLiG/UKQPPrArrJAIlJqfSZPcawcA1AlVlopLyC8U6ZxzEmlSD7Pddu61AwDqhCpLxSXkFwrz+ee2S5dEmtTJTJ3qzgAAoB6oslRcQn6hMGPGJKKkfuaQQ9wZAADUA1WWikvILxSmR49ElNTVvP66OwkAgJqnylJxCfmFYowdm8iRepszz3TnAQBQ81RZKi4hv1CMnj0TOVJvs8Ya9quv3KkAANQ2VZaKS8gvFOCqqxItUp8zcaI7GwCA2qbKUnEJ+YUCbLFFIkTqc/r0cWcDAFDbVFkqLiG/kLebbkpUSD3PPfe4cwIAqGGqLBWXkF/I2zbbJBKknmfAAHdOAAA1TJWl4hLyC7m6445EfzDTp7szAwCoVaosFZeQX8jVzjsn4oM56SR3ZgAAtUqVpeIS8gv5eeCBRHkw0ay4ov34Y3d+AAA1SZWl4hLyC/nZZ59EeTCaiy5y5wcAUJNUWSouIb+QkyeeSDQH0zgbb+xOEQCgJqmyVFxCfiEngwYlmoNpOrfe6s4SAKD2qLJUXEJ+IQ/PPZeojaCms/nwWfOD68zhp5kL9zD3fcu8nbpDDrPrru5EAQBqjypLxSXkF/IwZEiiNoKa7czjqZvmmq6PmJ0uMyceba7ob55cxXyc/LiX+b//c+cKAFBjVFkqLiG/4N2MGYnOCG1+biamb2o2s8yGd5gfn2eGH2hu3sxMb/bxDOZnP3OnCwBQY1RZKi4hv+Dd3XcnOiO0GWeOT9/U1nxhvvGc6TPJDD7NXLinuTer65X//Kc7YwCAWqLKUnEJ+QXvpk9PREZoM9XsmL6p4/O+WeMRs9NYc8Ix5vL+5slVzfxmd2l7RoxwZwwAUEtUWSouIb/g3SefJCIjtPnArJ6+KYuZZTa80+x3nhl+kLlpc/NSs4+3MCNHujMGAKglqiwVl5BfyMNaayU6I5xZz7yVvsnPfGmWm2Z6TzKDh5kxe5p71zV/b3YX1k8AQG1SZam4hPxCHrbeOtEZ4cxe5p70TXnN+2aNqWbHceb4Y8zl25onVjXzX3rJnS4AQC1RZam4hPxCHoLduTrMjEnfVOBssIHdbz971ln2xhstLQYAtUKVpeIS8gt5GDYskRnhzGRzWPqmcGa55Wzv3vaww+yYMfaee+xbb7mzCQAoFVWWikvIL+Rh/PhEV4Qz00zv9E0hz+qr2x12sMcfbydOjL+I5kcfufMLAAiYKkvFJeQX8nBPYZ9h1cZ8ZZZN31Su2WADu+++9swz4+uVL75oFy92ZxwAEAxVlopLyC/k4eWXE80QyGxuXkrfVPZZdlm7xRbx9crRo+N1t1yvRO6iX3RPP22nTYsX/s2YYWfNim9591373nv2ww/tggV24UK7aJG7M1AnVFkqLiG/kIdPP01EQiBzsLkxfVPtja5XHndcfL3y8cfjPwABby6+2K64YvrXYIvTqZNdYQW70kq2c2e75pq2e3e73np2ww3tJpvYzTaLP+lxq61sv37xL96dd7a7726vu849BVBGqiwVl5BfyEm3bok33xBmlDkrfVM9zPrr2332ia9X3nAD1yuRlUcftdtum/61lu0ceqidPds9HVAuqiwVl5BfyEnfvol30hDmTrNf+qY6nE6d4uuV0Z9sF1wQX6988033Ewa0z4IF9qST0r+sPE3XrnbSJPe8QImoslRcQn4hJwcemHgbDWFeNxukb2Ki6dLFbr99fL1ywgT72GNcr0QrrrvO9uiR/hXkew47zM6Z4w4AKAVVlopLyC/k5PTTE2+ghc9q5qP0TczSRtcrzzgjvl75wgt84jQi06fHS4JTv1JymzXXtJMnuyMBwqfKUnEJ+YWcTJyYePcsfLY1T6RvYto5nTrZ73/fHnJIfL1yyhT7xhvu5xh1Y8SI9C+KQmbw4Pg/VALhU2WpuIT8Qk7uvTfxvln4HGMu/9R8M30rU9l07hxfrzz22HjB7mOP2Xnz3M86as4998SfK5j6+S9w1lrLXn+9OzYgWKosFZeQX8jJX/+aeNMMZDYxMw4wfzjH/PpW85MZZpP0h5mK59vftnvvHV+vjP5sfP55rlfWgNmz7U9/mv55DmQOP9zOneuOEwiQKkvFJeQXcvLZZ4m3yzDn38xnPzR/OdJcfbH5rwfMru+a7ul7MJXNMsu465Xnn8/1yjIaP96utlr6ZzWo6dYt/tREIEyqLBWXkF/IT/cSxkw3M/vfzYMnm0t+b372lOnL9crMpnNnu9129uc/j/9gf/RR+8EH7lcJAvPUU/Hi09TPXrBzxBH2/ffdkQPhUGWpuIT8Qn769Uu8UZZ0NjZ/+w/zx7PNiFvNT14x301/mKl41lsvvl55+unxf2l7/nn71Vfu1w0K8uWX9rTT0j9L4c/aa8dfARUIiipLxSXkF/Jz0EGJd8namBXN57pe+Rvzi/8xu/3DrJO+B1PZLLOM/d737MEHx9cr77rLvv66+2WEXNx8c/wlgFI/JyWaIUP4F1UERJWl4hLyC/k544zE+2OtTjczexfzv/9pfqvrlQvMSul7MJXNaqu565XjxtmpU/nT1ZPXXrMDB6bPfRmne3d7003uRQHFUmWpuIT8Qn4uvzzx5lg/09O8quuVt5iBfzWbpj/MVDzrrWf32ssOGxZfr5w2Lb5ahuqMHh2vdUud5lLPkCEsQkHxVFkqLiG/kJ/770+8LdbtrGg+38o8PcRcc5E55eHld7PrcL0yu9l88/h65ahR9s47uV7ZIVG+/vCH6dNZGxP9Drv5ZvcygUKoslRcQn4hP6+8knhPZKLZfvuvT82cOfahh+xvf2uHDrXbbGNXXjl9P6ayWW01u+229phj3PVK/lPc0h15ZPrk1dhEL5CvX4qiqLJUXEJ+IT+ff554N2SiOeood3LSXn3V3nabHTnSDhpkN+V6ZXaz7rrueuWkSfa557heKX/7W/o81eQs9bcb4JkqS8Ul5BdyxXW21Fx8sTszbVi40D7zjL32WnvKKXb33W2PHukHYiqezTeP/1PueefF1ytnzXInvM4cf3z6rNTqzJnjXjKQJ1WWikvIL+Rq/PjEWyFz333uzHSYrldeemn8N/p+/bhemdmsuqrt3z++Xjl2rH3kkXr4WjZvv50+BzU8UWYD+VNlqbiE/ELeyrjI0d+8+aY7LRl47TV7++3uemWvXulnYiqedde1e+4Z/8K97rr4euUXX7gTXivq6rfkeuu5Vw3kSZWl4hLyCwWoja1C1c8tt7gT4sW//uWuV556qt1jD65XZjmbbeauV95xh505053wcvrgA7vCCunXV9szaZJ77UBuVFkqLiG/UICFC2v2v7i3fyZMcGcjP++9Zx9+2F52mbteucoq6WNiKpvoTPbvb48+Oj63Zbteec456VdT87Pddu61A7lRZam4hPxCMWbMsF27Jt4T62rOPdedh4LNnBlfr4yO5sAD43/RSR0lU/F861vxvzjqeuWzz8b/Ehmkzz+3Xbqkj70eZupUdwaAfKiyVFxCfqEwdbuF9eST3RkITlQJUStExRB1Q1QPUUOkDj2YmWe6RJO6MeiJ6jZq3Kh0o94N5nrlmDHpw6yTOeQQdwaAfKiyVFxCfqFIdfhliAYPdq+9HObOja+mXXZZfGWtf/9wrldOM72jSd1YponOZL9+8VXg6Nw+/HB8XbgI9fwJgXxNBORJlaXiEvILBauTr8Ot2XNP96pLbObM+PPNzzsv/tzz4q5X3m4GRJO6sdwTpdAee8T/T+Laa+P/M+H/euXYselDqKs580x3HoAcqLJUXEJ+oXjRn+NN3xZrdbbe2i5Y4F5y7fjii3gXg65XRnW57rrpl+1nLjEnR5O6sdamV694h8jIkfH1ytdecyc8Oz17pp+wrmaNNexXX7lTAfimylJxCfmF4n35pe3bN/HOWHuz0UaZrvgKma5Xjh0bby7t3z/eYpo6F1nMyeaSaFI31visvLK7XnnppfHG3erWt191Vfrh63AmTnRnA/BNlaXiEvILQYj+bt+tW+KdsZZmtdXiz2ivX7NmxV/PR9crN988fXYqmgHm9mhSN9bd9OgRfwWqU05x1ysXLnQnvB222CL9YHU4ffq4swH4pspScQn5hVA8+GDinbGW5oEH3GtE7Msv4+uVkybFX/d6r70qu17Z20yLJnUjE391dl2vvO22+Ku2L8VNN6V/XN3OPfe4cwJ4pcpScQn5hYD87neJd8bamBtvdK8OS/X++/EipnHj4uuV224b/2th6iQ2my5mXjSpG5n0rLyy3WYbO3So/e1vm16vjG5L3bFuZ8AAnRLAL1WWikvIL4Rl+PDEm2PZZ+xY97rQMa+/Hl+vHDXKHnxw8+uV86L6+vqbJVv9FcKss86cPrtdZE4ZYq7Zyjy9ovk89fE6nOnT3S86wB9VlopLyC8E55BDEm+O5Z1f/9q9IlTryy/ttGl28mRdr5y29p46w+Ve/RXG/NVseosZeLYZ8R/mjz3Nq80+Xvtz0knuVxngjypLxSXkF4KzeHH8H+aavj+WcU480b0cZO72hs+5v/3oe+3Pfx5/Db92XK9k2jMLzEpPmb6/Nz/7T/PbXcz/djOzm92l1mbFFe3HH7tfWoAnqiwVl5BfCNHrr9t11km8RZZrDj7YvRD4cEnDxonoG0tEv2juusuef3589r/3PbvMMkt+Ppgq5h9mnf8xu/3G/OJIc/UPzV9q8nrlRRe5X0SAJ6osFZeQXwjUww8n3h9LNLvt5l4CPDm5Yd9qa18986uv7PPPx9crTz/d7r23XW+9JT9DTHXzivnureYnul65sflbs4+Xbzbe2P2qATxRZam4hPxCuK6+OvEWWYrZckv70Ufu+OHJgIavNtSx/7b2wQf20Uft+PHuemXnzkt+2pgq5lPzTV2vPNlc8u/mwZJer7z1VvfLBPBBlaXiEvILQfvVrxJvkYHPt78dbxiFb70bPuE++kZV3njDTpkSX6885BD7/e9zvTKredd0f8DserH5L12v/DfzWbO7BDe77up+UQA+qLJUXEJ+IXSDByfeJYOdlVe2f/mLO2Z41aVh3UT0jSwtWhRfr7z++vjrwO+9d1zTjT+7THUzw2xyq/nJOebXB5g/bBJ9L/3xIOb//s/9QgAyp8pScQn5hRI46KA4bpq+UQY4997rjhZezUsuW42+61H06I89Fl+vPPZYu/32XK/Maj413zzGXN7s5oLnZz9zP+1A5lRZKi4hv1AaU6bES9F79Ei8Y4YwP/pR/BneyMe05Jcair6bK12vvOACd72yU6fE0TDtnm3NE81uK37++U/38wxkS5Wl4hLyC+Xz2GPx9s1evRLvmzlP9OwnnmjvuMMuWOCOCvloXPqlib5bpEWL7Asv2BtuiK9X7rOPXX/9xMExS5/VzEfNbit+RoxwP7FAtlRZKi4hv1Bi0R98o0bl9wXsVl/dDhxor7jCzpzpDgD5a1z6pUms/grBhx/Gfz+YMMEed1x8vbLx89SYJvO62aDZbUHMyJHupxHIlipLxSXkF2rBm2/GX11x990T76RZTfRnaPR34ieecM+FYjUu/dK0tvorENGvzrvvjq9XHnqo3WILrldGc5fZt9ltQQzrJ+CJKkvFJeQXasq8eXbSJDtokP3mNxPvqh2dnj3jT7b+wx9Y4hWcxqVfmo6t/grB4sX2xRfj65Vnnlm31ytHmbOa3RbEvPSS+1kCsqXKUnEJ+YXatGiRvfNOe9RRtnv3xNtrK7PKKnb//e24cXbGDPcgCFDj0i9Ntau/QvDhh/bxx+3EifH1yh12iC9yN32FtTgHmxub3RbEfPWV+zkBsqXKUnEJ+YXaN3WqPfVUu8kmiffZxunXz/7yl/F9UAqpT6bKePVXIN56K75eOXq0Peyw+HrlsssmXnP553vmxWa3FT+bbupOP5A5VZaKS8gv1JFp0+JPrd16a7vBBnboUHvzzXbuXPchlEJq6ZfG7+qvEOh65Y03xtcr9903/uWbOgWlmq/Mss1uC2L+4z/c+QYyp8pScQn5BaA0Uku/NHmv/grBRx/F/xlk4kR7/PGlu145zfRudlsQM3y4O7tA5lRZKi4hvwCURmrpl6bg1V+BeOste889dsyY+Hpl7952ueXSpymYmWwOa3ZbEMPyZPijylJxCfkFoDRSS780wa3+CsRLL8XXK886y+63X1DXK083o5vdFsQ884w7c0DmVFkqLiG/AJRGaumXpgSrv0Iwf/4+qz9xjLl8nDl+qtnxfbNG+jzmNXuZe5rdFsR8+qk7VUDmVFkqLiG/AJRGaumXpnyrvwrSt2/ivK1r/r6nuXeYGTPJDJ5men9pcrpeuZ55q9ltxc+GG7qzBPigylJxCfkFoDRSS780tbD6KxcHHpg+danZ3Lx0kLnpPDP8TrPfLLNh+sNZzAdm9Wa3BTF77+3OEuCDKkvFJeQXgNJo8Sso1ubqLw9OPz196lqfVc38/ubJY8zlY80Jj5idMrle+ajZodltQcypp7qzBPigylJxCfkFoBxaXPqlqf3VX1mYODF93jo63zJv72nuPc1cOMkMfs70+cJ8I32PtmacOb7ZbUHM73/vzhLggypLxSXkF4ByaHHpl6YeV3913L33ps9b9bOZmX6gufk8M/wO8+P2XK/8uZnY7LYg5skn3VkCfFBlqbiE/AJQDi0u/dKw+qs9/vrX9HnLfFYxH/c3Tx5trrjMnPiI2Wmu6Zq6x3bm8eQNoQz/gAqvVFkqLiG/AJRDi0u/NKz+ao/PPkuftxzmW+btPcx9p5kLrzOHP2t+0Nl8mLpDCNOjhztFgCeqLBWXkF8AyqHFpV8aVn+1U/fu6VPHRPPv/+7OD+CJKkvFJeQXgHJocemXhtVf7dSvX/rUMdGccII7P4AnqiwVl5BfAMqhxaVfGlZ/tdNBB6VPHRPN+PHu/ACeqLJUXEJ+ASiHFpd+aVj91U5nnJE+dUw0Dz/szg/giSpLxSXkF4ASaGXpl4b/udYel1+ePm9MNP/8pzs/gCeqLBWXkF8ASqCVpV8aVn+1x/33p88b07WrOzmAP6osFZeQXwBKoJWlXxpWf7XHK6+kzxuz/fbu5AD+qLJUXEJ+ASiBVpZ+aVj91R6ff54+b8xRR7mTA/ijylJxCfkFoARaWfqlYfVXO62zTvrU1flcfLE7M4A/qiwVl5BfAEqglaVfGlZ/tdP48elTV+dz333uzAD+qLJUXEJ+ASiBVpZ+aVj91X6nnZY+e/U8b77pTgvgjypLxSXkF4ASaGXpl4bVXx0ycGD6BNbn3HKLOyGAV6osFZeQXwBC1+bSLw2rv9pv4UL7wx+mT2C9zYQJ7mwAvqmyVFxCfgEIXZtLvzSs/uqQGTPilVepc1g/c+657jwAOVBlqbiE/AIQujaXfmlY/dVRdbuFlf8ni5ypslRcQn4BCF2bS780rP6qQB1+GaLBg91rB3KjylJxCfkFIHRtLv3S8E8alamrr8O9557uVQN5UmWpuIT8AhC6Npd+aVj9VbGDDkqfzJqcrbe2Cxa4lwzkSZWl4hLyC0Do2lz6pWH1V8W+/NL27Zs+nzU2G23Eii8URpWl4hLyC0Do2lz6pWH1VzVee81265Y+pTUzq61mn33WvVIgf6osFZeQXwCC1s6lXxpWf1XjwQfT57Nm5oEH3GsECqHKUnEJ+QUgaO1c+qVh9VeVfve79CmtgbnxRvfqgKKoslRcQn4BCFo7l35pWP1VveHD02e11DN2rHtdQIFUWSouIb8ABK2dS780rP7KxCGHpE9sSefXv3avCCiWKkvFJeQXgKC1c+mXhtVfmVi82Pbvnz63pZsTT3QvByicKkvFJeQXgKC1c+mXhtVfWXn9dbvOOunTW6I5+GD3QoAQqLJUXEJ+AQhaO5d+aVj9laGHH06f3rLMbru5lwAEQpWl4hLyC0DQ2rn0S8Pqr2xdfXX6DIc/W25pP/rIHT8QCFWWikvILwDh6tDSLw2rv7L1q1+lz3DI8+1v21mz3JED4VBlqbiE/AIQrg4t/dKw+itzgwenT3KYs/LK9i9/cccMBEWVpeIS8gtAuDq09EvD6i8fDjoojpvUqQ5t7r3XHS0QGlWWikvILwDh6tDSLw2rv/yZMsUec4zt0SN9zgufH/3ITp7sDhIIkCpLxSXkF4BwdWjpl4bVXzl47DE7bJjt1St98vOc6NlPPNHecYddsMAdFRAsVZaKS8gvAOHq0NIvDau/8vTCC3bUKLvNNumfBU+z+up24EB7xRV25kx3AEApqLJUXEJ+AQhXh5Z+aVj9VYg334y/uuLuu6d/OjKZ7be3I0bYJ55wzwWUjipLxSXkF4BwdWjpl4bVX8WaN89OmmQHDbLf/Gb6p6ZD07OnPfZY+4c/sMQLtUCVpeIS8gtAoCpY+qVh9VcIFi2yd95pjzrKdu+e/gla2qyyit1/fztunJ0xwz0IUBtUWSouIb8ABKqCpV8aVn+FZupUe+qpdpNN0j9Tmn797C9/Gd8HqFWqLBWXkF8AAlXB0i8Nq7+CFZXxyJF2663tBhvYoUPtzTfbuXPdh4AapspScQn5BSBQFSz90rD6C0BQVFkqLiG/AASqgqVfGlZ/AQiKKkvFJeQXgEBVsPRLw+ovAEFRZam4hPwCEKgKln5pWP0FICiqLBWXkF8AAlXB0i8Nq78ABEWVpeIS8gtAiCpe+qVh9ReAcKiyVFxCfgEIUcVLvzSs/gIQDlWWikvILwAhqnjpl4bVXwDCocpScQn5BSBEFS/90rD6C0A4VFkqLiG/AISo4qVfGlZ/AQiHKkvFJeQXgBBVvPRLw+ovAOFQZam4hPwCEKKKl35pWP0FIByqLBWXkF8AQlTx0i8Nq78AhEOVpeIS8gtAcKpc+qVh9ReAQKiyVFxCfgEITpVLvzSs/gIQCFWWikvILwDBqXLpl4bVXwACocpScQn5BSA4VS790rD6C0AgVFkqLiG/AASnyqVfGlZ/AQiEKkvFJeQXgOBUufRLw+ovAIFQZam4hPwCEJwql35pWP0FIBCqLBWXkF8AglPl0i8Nq78ABEKVpeIS8gtAWDJZ+qVh9ReAEKiyVFxCfgEISyZLvzSs/gIQAlWWikvILwBhyWTpl4bVXwBCoMpScQn5BSAsmSz90rD6C0AIVFkqLiG/AIQlk6VfGlZ/AQiBKkvFJeQXgLBksvRLw+ovACFQZam4hPwCEJZMln5pWP0FIASqLBWXkF8AwpLJ0i8Nq78AhECVpeIS8gtAQDJc+qVh9ReAwqmyVFxCfgEISIZLvzSs/gJQOFWWikvILwAByXDpl4bVXwAKp8pScQn5BSAgGS790rD6C0DhVFkqLiG/AAQkw6VfGlZ/ASicKkvFJeQXgIBkuPRLw+ovAIVTZam4hPwCEJAMl35pWP0FoHCqLBWXkF8AApLh0i8Nq78AFE6VpeIS8gtAKDJf+qVh9ReAYqmyVFxCfgEIReZLvzSs/gJQLFWWikvILwChyHzpl4bVXwCKpcpScQn5BSAUmS/90rD6C0CxVFkqLiG/AIQi86VfGlZ/ASiWKkvFJeQXgFBkvvRLw+ovAMVSZam4hPwCEIrMl35pWP0FoFiqLBWXkF8AQpH50i8Nq78AFEuVpeIS8gtAEDwt/dKw+gtAgVRZKi4hvwAEwdPSLw2rvwAUSJWl4hLyC0AQPC390rD6C0CBVFkqLiG/AATB09IvDau/ABRIlaXiEvILQBA8Lf3SsPoLQIFUWSouIb8ABMHT0i8Nq78AFEiVpeIS8gtAEDwt/dKw+gtAgVRZKi4hvwAEwdPSLw2rvwAUSJWl4hLyC0DxvC790rD6C0BRVFkqLiG/ABTP69IvDau/ABRFlaXiEvILQPG8Lv3SsPoLQFFUWSouIb8AFM/r0i8Nq78AFEWVpeIS8gtA8bwu/dKw+gtAUVRZKi4hvwAUz+vSLw2rvwAURZWl4hLyC0DxvC790rD6C0BRVFkqLiG/ABTP69IvDau/ABRFlaXiEvILQMFyWPqlYfUXgEKoslRcQn4BKFgOS780rP4CUAhVlopLyC8ABcth6ZeG1V8ACqHKUnEJ+QWgYDks/dKw+gtAIVRZKi4hvwAULIelXxpWfwEohCpLxSXkF4CC5bD0S8PqLwCFUGWpuIT8AlCwHJZ+aVj9BaAQqiwVl5BfAAqWw9IvDau/ABRClaXiEvILQJFyW/qlYfUXgPypslRcQn4BKFJuS780rP4CkD9VlopLyC8ARcpt6ZeG1V8A8qfKUnEJ+QWgSLkt/dKw+gtA/lRZKi4hvwAUKbelXxpWfwHInypLxSXkF4Ai5bb0S8PqLwD5U2WpuIT8AlCk3JZ+aVj9BSB/qiwVl5BfAIqU29IvDau/AORPlaXiEvILQGFyXvqlYfUXgJypslRcQn4BKEzOS780rP4CkDNVlopLyC8Ahcl56ZeG1V8AcqbKUnEJ+QWgMDkv/dKw+gtAzlRZKi4hvwAUJuelXxpWfwHImSpLxSXkF4DC5Lz0S8PqLwA5U2WpuIT8AlCYnJd+aVj9BSBnqiwVl5BfAAqT89IvDau/AORMlaXiEvILQDEKWfqlYfUXgDypslRcQn4BKEYhS780rP4CkCdVlopLyC8AxShk6ZeG1V8A8qTKUnEJ+QWgGIUs/dKw+gtAnlRZKi4hvwAUo5ClXxpWfwHIkypLxSXkF4BiFLL0S8PqLwB5UmWpuIT8AlCMQpZ+aVj9BSBPqiwVl5BfAIpRyNIvDau/AORJlaXiEvILQAEKXPqlYfUXgNyoslRcQn4BKECBS780rP4CkBtVlopLyC8ABShw6ZeG1V8AcqPKUnEJ+QWgAAUu/dKw+gtAblRZKi4hvwAUoMClXxpWfwHIjSpLxSXkF4ACFLj0S8PqLwC5UWWpuIT8AlCAApd+aVj9BSA3qiwVl5BfAApQ4NIvDau/AORGlaXiEvILQN4KX/qlYfUXgHyoslRcQn4ByFvhS780rP4CkA9VlopLyC8AeSt86ZeG1V8A8qHKUnEJ+QUgb4Uv/dKw+gtAPlRZKi4hvwDkrfClXxpWfwHIhypLxSXkF4C8Fb70S8PqLwD5UGWpuIT8ApC3wpd+aVj9BSAfqiwVl5BfAPJW+NIvDau/AORDlaXiEvILQK4CWfqlYfUXgByoslRcQn4ByFUgS780rP4CkANVlopLyC8AuQpk6ZeG1V8AcqDKUnEJ+QUgV4Es/dKw+gtADlRZKi4hvwDkKpClXxpWfwHIgSpLxSXkF4BcBbL0S8PqLwA5UGWpuIT8ApCrQJZ+aVj9BSAHqiwVl5BfAHIVyNIvDau/AORAlaXiEvILQH6CWvqlYfUXAN9UWSouIb8A5CeopV8aVn8B8E2VpeIS8gtAfoJa+qVh9RcA31RZKi4hvwDkJ6ilXxpWfwHwTZWl4hLyC0B+glr6pWH1FwDfVFkqLiG/AOQnqKVfGlZ/AfBNlaXiEvILQH6CWvqlYfUXAN9UWSouIb8A5Kdp94QzAOCVKkvFJeQXAACAR6osFZeQXwAAAB6pslRcQn4BAAB4pMpScQn5BQAA4JEqS8Ul5BcAAIBHqiwVl5BfAAAAHqmyVFxCfgEAAHikylJxCfkFAADgkSpLxSXkFwAAgEeqLBWXkF8AAAAeqbJUXEJ+AQAAeKTKUnEJ+QUAAOCRKkvFJeQXAACAR6osFZeQXwAAAB6pslRcQn4BAAB4pMpScQn5BQAA4JEqS8Ul5BcAAIBHqiwVl5BfAAAAHqmyVFxCfgEAAHikylJxCfkFAADgkSpLxSXkFwAAgEeqLBWXkF8AAAAeqbJUXEJ+AQAAeKTKUnEJ+QUAAOCRKkvFJeQXAACAR6osFZeQXwAAAB6pslRcQn4BAAB4pMpScQn5BQAA4JEqS8Ul5BcAAIBHqiwVl5BfAAAAHqmyVFxCfgEAAHikylJxCfkFAADgkSpLxSXkFwAAgEeqLBWXkF8AAAAeqbJUXEJ+AQAAeKTKUnEJ+QUAAOCRKkvFJeQXAACAR6osFZeQXwAAAB6pslRcQn4BAAB4pMpScQn5BQAA4JEqS8Ul5BcAAIBHqiwVl5BfAAAAHqmyVFxCfgEAAHikylJxCfkFAADgkSpLxSXkFwAAgEeqLBWXkF8AAAAeqbJUXEJ+AQAAeKTKUnEJ+QUAAOCRKkvFJeQXAACAR6osFZeQXwAAAB6pslRcQn4BAAB4pMpScQn5BQAA4JEqS8Ul5BcAAIBHqiwVl5BfAAAAHqmyVFxCfgEAAHikylJxCfkFAADgkSpLxSXkFwAAgEeqLBWXkF8AAAAeqbJUXEJ+AQAAeKTKUnEJ+QUAAOCRKkvFJeQXAACAR6osFZeQXwAAAB6pslRcQn4BAAB4pMpScQn5BQAA4JEqS8Ul5BcAAIBHqiwVl5BfAAAAHqmyVFxCfgEAAHikylJxCfkFAADgkSpLxSXkFwAAgEeqLBWXkF8AAAAeqbJUXEJ+AQAAeKTKUnEJ+QUAAOCRKkvFJeQXAACAR6osFZeQXwAAAB6pslRcQn4BAAB4pMpScQn5BQAA4JEqS8Ul5BcAAIBHqiwVl5BfAAAAHqmyVFxCfgEAAHikylJxCfkFAADgkSpLxSXkFwAAgEeqLBWXkF8AAAAeqbJUXEJ+AQAAeKTKUnEJ+QUAAOCRKkvFJeQXAACAR6osFZeQXwAAAB6pslRcQn4BAAB4pMpScQn5BQAA4JEqS8Ul5BcAAIBHqiwVl5BfAAAAHqmyVFxCfgEAAHikylJxCfkFAADgkSpLxSXkFwAAgEeqLBWXkF8AAAAeqbJUXEJ+AQAAeKTKUnEJ+QUAAOCRKkvFJeQXAACAR6osFVds3rz/DwnAoZkLIkuzAAAAAElFTkSuQmCC)**

### 

### 

**Podpunkt b (tworząc graf sceny):**

1. **Wprowadzane dane:**
   1. **Rysowanie wiatraków**

**world = new CompoundObject(); *// Root node for the scene graph.***

***// 1***

**let px = 0;**

**let py = 0;**

**let scale = 1;**

**kolo\_1\_1 = new TransformedObject(filledPolygon);**

**kolo\_1\_1.setColor("blue").setTranslation(1.5 \* scale + px, -0.25 \* scale + py).setScale(scale, scale);**

**world.add(kolo\_1\_1);**

**kolo\_2\_1 = new TransformedObject(filledPolygon);**

**kolo\_2\_1.setColor("blue").setTranslation(-1.5 \* scale + px, 0.25 \* scale + py).setScale(scale, scale);**

**world.add(kolo\_2\_1);**

**linia\_1 = new TransformedObject(filledRect);**

**linia\_1.setScale(3 \* scale, 0.2 \* scale).setColor("red").setRotation(-10).setTranslation(px, py);**

**world.add(linia\_1);**

**podstawa\_1 = new TransformedObject(filledTriangle);**

**podstawa\_1.setScale(0.5 \* scale, 2 \* scale).setColor("blue").setTranslation(0 \* scale + px, -2 \* scale + py);**

**world.add(podstawa\_1);**

***// 2***

**px = -2;**

**py = 2;**

**scale = 0.5;**

**kolo\_1\_2 = new TransformedObject(filledPolygon);**

**kolo\_1\_2.setColor("blue").setTranslation(1.5 \* scale + px, -0.25 \* scale + py).setScale(scale, scale);**

**world.add(kolo\_1\_2);**

**kolo\_2\_2 = new TransformedObject(filledPolygon);**

**kolo\_2\_2.setColor("blue").setTranslation(-1.5 \* scale + px, 0.25 \* scale + py).setScale(scale, scale);**

**world.add(kolo\_2\_2);**

**linia\_2 = new TransformedObject(filledRect);**

**linia\_2.setScale(3 \* scale, 0.2 \* scale).setColor("red").setRotation(-10).setTranslation(px, py);**

**world.add(linia\_2);**

**podstawa\_2 = new TransformedObject(filledTriangle);**

**podstawa\_2.setScale(0.5 \* scale, 2 \* scale).setColor("blue").setTranslation(0 \* scale + px, -2 \* scale + py);**

**world.add(podstawa\_2);**

***// 3***

**px = 2;**

**py = 2;**

**scale = 0.3;**

**kolo\_1\_3 = new TransformedObject(filledPolygon);**

**kolo\_1\_3.setColor("blue").setTranslation(1.5 \* scale + px, -0.25 \* scale + py).setScale(scale, scale);**

**world.add(kolo\_1\_3);**

**kolo\_2\_3 = new TransformedObject(filledPolygon);**

**kolo\_2\_3.setColor("blue").setTranslation(-1.5 \* scale + px, 0.25 \* scale + py).setScale(scale, scale);**

**world.add(kolo\_2\_3);**

**linia\_3 = new TransformedObject(filledRect);**

**linia\_3.setScale(3 \* scale, 0.2 \* scale).setColor("red").setRotation(-10).setTranslation(px, py);**

**world.add(linia\_3);**

**podstawa\_3 = new TransformedObject(filledTriangle);**

**podstawa\_3.setScale(0.5 \* scale, 2 \* scale).setColor("blue").setTranslation(0 \* scale + px, -2 \* scale + py);**

**world.add(podstawa\_3);**

* 1. **Rysowanie jedenastokąta**

**var filledPolygon = new SceneGraphNode(); *// Filled Triangle, width 1, height 1, center of base at (0,0)***

**filledPolygon.doDraw = function (g) {**

**g.beginPath();**

***// g.moveTo(-0.5, 0);***

**let w = 11;**

**let r = 0.5;**

**let kat = 360 / w;**

**for (let i = 1; i <= w; i++) {**

**let rad = ((kat \* i) \* (2 \* Math.PI)) / 360**

**let y = Math.sin(rad) \* r;**

**let x = Math.cos(rad) \* r;**

**g.lineTo(x, y);**

**}**

**g.closePath();**

**g.fill();**

**}**

1. **Wykorzystane komendy:**
   1. **kod źródłowy**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<meta charset="UTF-8">**

**<script>**

**var canvas; // The canvas that is used as the drawing surface**

**var graphics; // The 2D graphics context for drawing on the canvas.**

**var X\_LEFT = -4; // The xy limits for the coordinate system.**

**var X\_RIGHT = 4;**

**var Y\_BOTTOM = -3;**

**var Y\_TOP = 3;**

**var BACKGROUND = "white"; // The display is filled with this color before the scene is drawn.**

**var pixelSize; // The size of one pixel, in the transformed coordinates.**

**var frameNumber = 0; // Current frame number. goes up by one in each frame.**

**var world; // A SceneGraphNode representing the entire scene.**

**// TODO: Define global variables to represent animated objects in the scene.**

**var rotatingRect; // (DELETE THIS EXAMPLE)**

**/\*\***

**\* Builds the data structure that represents the entire picture.**

**\*/**

**function createWorld() {**

**world = new CompoundObject(); *// Root node for the scene graph.***

***// TODO: Create objects and add them to the scene graph.***

**rotatingRect = new TransformedObject(filledRect); *// (DELETE THIS EXAMPLE)***

**rotatingRect.setScale(2,2).setColor("red");**

**world.add(rotatingRect);**

**}**

**/\*\***

**\* This method is called just before each frame is drawn. It updates the modeling**

**\* transformations of the objects in the scene that are animated.**

**\*/**

**function updateFrame() {**

**frameNumber++;**

***// TODO: Update state in preparation for drawing the next frame.***

**rotatingRect.setRotation(frameNumber\*0.75); *// (DELETE THIS EXAMPLE)***

**}**

**//------------------- A Simple Scene Object-Oriented Scene Graph API ----------------**

**/\*\***

**\* The (abstract) base class for all nodes in the scene graph data structure.**

**\*/**

**function SceneGraphNode() {**

**this.fillColor = null; *// If non-null, the default fillStyle for this node.***

**this.strokeColor = null; *// If non-null, the default strokeStyle for this node.***

**}**

**SceneGraphNode.prototype.doDraw = function(g) {**

***// This method is meant to be abstract and must be OVERRIDDEN in an actual***

***// object. It is not meant to be called; it is called by draw().***

**throw "doDraw not implemented in SceneGraphNode"**

**}**

**SceneGraphNode.prototype.draw = function(g) {**

***// This method should be CALLED to draw the object It should NOT***

***// ordinarily be overridden in subclasses.***

**graphics.save();**

**if (this.fillColor) {**

**g.fillStyle = this.fillColor;**

**}**

**if (this.strokeColor) {**

**g.strokeStyle = this.strokeColor;**

**}**

**this.doDraw(g);**

**graphics.restore();**

**}**

**SceneGraphNode.prototype.setFillColor = function(color) {**

***// Sets fillColor for this node to color.***

***// Color should be a legal CSS color string, or null.***

**this.fillColor = color;**

**return this;**

**}**

**SceneGraphNode.prototype.setStrokeColor = function(color) {**

***// Sets strokeColor for this node to color.***

***// Color should be a legal CSS color string, or null.***

**this.strokeColor = color;**

**return this;**

**}**

**SceneGraphNode.prototype.setColor = function(color) {**

***// Sets both the fillColor and strokeColor to color.***

***// Color should be a legal CSS color string, or null.***

**this.fillColor = color;**

**this.strokeColor = color;**

**return this;**

**}**

**/\*\***

**\* Defines a subclass, CompoundObject, of SceneGraphNode to represent**

**\* an object that is made up of sub-objects. Initially, there are no**

**\* sub-objects. Objects are added with the add() method.**

**\*/**

**function CompoundObject() {**

**SceneGraphNode.call(this); *// do superclass initialization***

**this.subobjects = []; *// the list of sub-objects of this object***

**}**

**CompoundObject.prototype = new SceneGraphNode(); // (makes it a subclass!)**

**CompoundObject.prototype.add = function(node) {**

**this.subobjects.push(node);**

**return this;**

**}**

**CompoundObject.prototype.doDraw = function(g) {**

***// Just call the sub-objects' draw() methods.***

**for (var i = 0; i < this.subobjects.length; i++)**

**this.subobjects[i].draw(g);**

**}**

**/\*\***

**\* Define a subclass, TransformedObject, of SceneGraphNode that**

**\* represents an object along with a modeling transformation to**

**\* be applied to that object. The object must be specified in**

**\* the constructor. The transformation is specified by calling**

**\* the setScale(), setRotate() and setTranslate() methods. Note that**

**\* each of these methods returns a reference to the TransformedObject**

**\* as its return value, to allow for chaining of method calls.**

**\* The modeling transformations are always applied to the object**

**\* in the order scale, then rotate, then translate.**

**\*/**

**function TransformedObject(object) {**

**SceneGraphNode.call(this); *// do superclass initialization***

**this.object = object;**

**this.rotationInDegrees = 0;**

**this.scaleX = 1;**

**this.scaleY = 1;**

**this.translateX = 0;**

**this.translateY = 0;**

**}**

**TransformedObject.prototype = new SceneGraphNode(); // (makes it a subclass!)**

**TransformedObject.prototype.setRotation = function(angle) {**

***// Set the angle of rotation, measured in DEGREES. The rotation***

***// is always about the origin.***

**this.rotationInDegrees = angle;**

**return this;**

**}**

**TransformedObject.prototype.setScale = function(sx, sy) {**

***// Sets scaling factors.***

**this.scaleX = sx;**

**this.scaleY = sy;**

**return this;**

**}**

**TransformedObject.prototype.setTranslation = function(dx,dy) {**

***// Set translation mounts.***

**this.translateX = dx;**

**this.translateY = dy;**

**return this;**

**}**

**TransformedObject.prototype.doDraw = function(g) {**

***// Draws the object, with its modeling transformation.***

**g.save();**

**if (this.translateX != 0 || this.translateY != 0) {**

**g.translate(this.translateX, this.translateY);**

**}**

**if (this.rotationInDegrees != 0) {**

**g.rotate(this.rotationInDegrees/180\*Math.PI);**

**}**

**if (this.scaleX != 1 || this.scaleY != 1) {**

**g.scale(this.scaleX, this.scaleY);**

**}**

**this.object.draw(g);**

**g.restore();**

**}**

**// Create some basic shapes as custom SceneGraphNode objects.**

**var line = new SceneGraphNode(); // Line from (-0.5,0) to (0.5,0)**

**line.doDraw = function(g) {**

**g.beginPath();**

**g.moveTo(-0.5,0);**

**g.lineTo(0.5,0);**

**g.stroke();**

**}**

**var filledRect = new SceneGraphNode(); // Filled square, size = 1, center = (0,0)**

**filledRect.doDraw = function(g) {**

**g.fillRect(-0.5,-0.5,1,1);**

**}**

**var rect = new SceneGraphNode(); // Stroked square, size = 1, center = (0,0)**

**rect.doDraw = function(g) {**

**g.strokeRect(-0.5,-0.5,1,1);**

**}**

**var filledCircle = new SceneGraphNode(); // Filled circle, diameter = 1, center = (0,0)**

**filledCircle.doDraw = function(g) {**

**g.beginPath();**

**g.arc(0,0,0.5,0,2\*Math.PI);**

**g.fill();**

**}**

**var circle = new SceneGraphNode();// Stroked circle, diameter = 1, center = (0,0)**

**circle.doDraw = function(g) {**

**g.beginPath();**

**g.arc(0,0,0.5,0,2\*Math.PI);**

**g.stroke();**

**}**

**var filledTriangle = new SceneGraphNode(); // Filled Triangle, width 1, height 1, center of base at (0,0)**

**filledTriangle.doDraw = function(g) {**

**g.beginPath();**

**g.moveTo(-0.5,0);**

**g.lineTo(0.5,0);**

**g.lineTo(0,1);**

**g.closePath();**

**g.fill();**

**}**

**// ------------------------------- graphics support functions --------------------------**

**/\*\***

**\* Draw one frame of the animation. Probably doesn't need to be changed,**

**\* except maybe to change the setting of preserveAspect in applyLimits().**

**\*/**

**function draw() {**

**graphics.save(); *// to make sure changes don't carry over from one call to the next***

**graphics.fillStyle = BACKGROUND; *// background color***

**graphics.fillRect(0,0,canvas.width,canvas.height);**

**graphics.fillStyle = "black";**

**applyLimits(graphics,X\_LEFT,X\_RIGHT,Y\_TOP,Y\_BOTTOM,false);**

**graphics.lineWidth = pixelSize; *// Use 1 pixel as the default line width***

**world.draw(graphics);**

**graphics.restore();**

**}**

**/\*\***

**\* Applies a coordinate transformation to the graphics context, to map**

**\* xleft,xright,ytop,ybottom to the edges of the canvas. This is called**

**\* by draw(). This does not need to be changed.**

**\*/**

**function applyLimits(g, xleft, xright, ytop, ybottom, preserveAspect) {**

**var width = canvas.width; *// The width of this drawing area, in pixels.***

**var height = canvas.height; *// The height of this drawing area, in pixels.***

**if (preserveAspect) {**

***// Adjust the limits to match the aspect ratio of the drawing area.***

**var displayAspect = Math.abs(height / width);**

**var requestedAspect = Math.abs(( ybottom-ytop ) / ( xright-xleft ));**

**var excess;**

**if (displayAspect > requestedAspect) {**

**excess = (ybottom-ytop) \* (displayAspect/requestedAspect - 1);**

**ybottom += excess/2;**

**ytop -= excess/2;**

**}**

**else if (displayAspect < requestedAspect) {**

**excess = (xright-xleft) \* (requestedAspect/displayAspect - 1);**

**xright += excess/2;**

**xleft -= excess/2;**

**}**

**}**

**var pixelWidth = Math.abs(( xright - xleft ) / width);**

**var pixelHeight = Math.abs(( ybottom - ytop ) / height);**

**pixelSize = Math.min(pixelWidth,pixelHeight);**

**g.scale( width / (xright-xleft), height / (ybottom-ytop) );**

**g.translate( -xleft, -ytop );**

**}**

**//------------------ Animation framework ------------------------------**

**var running = false; // This is set to true when animation is running**

**function frame() {**

**if (running) {**

***// Draw one frame of the animation, and schedule the next frame.***

**updateFrame();**

**draw();**

**requestAnimationFrame(frame);**

**}**

**}**

**function doAnimationCheckbox() {**

**var shouldRun = document.getElementById("animateCheck").checked;**

**if ( shouldRun != running ) {**

**running = shouldRun;**

**if (running)**

**requestAnimationFrame(frame);**

**}**

**}**

**//----------------------- initialization -------------------------------**

**function init() {**

**canvas = document.getElementById("thecanvas");**

**if (!canvas.getContext) {**

**document.getElementById("message").innerHTML = "ERROR: Canvas not supported";**

**return;**

**}**

**graphics = canvas.getContext("2d");**

**document.getElementById("animateCheck").checked = false;**

**document.getElementById("animateCheck").onchange = doAnimationCheckbox;**

**createWorld();**

**draw();**

**}**

**</script>**

**</head>**

**<body onload="init()" style="background-color:#EEEEEE">**

**<noscript>**

**<p><b style="color:red">Error: This page requires JavaScript, but it is not available.</b></p>**

**</noscript>**

**<p id="message"><label><input type="checkbox" id="animateCheck"><b>Run the Animation</b></label></p>**

**<div style="float:left; border: 2px solid black">**

**<canvas id="thecanvas" width="800" height="600" style="display:block"></canvas>**

**</div>**

**</body>**

**</html>**

1. **Link do zdalnego repozytorium:**

* https://github.com/Terminalk/GKLab

1. **Wynik działania:**
   1. **Wynik działania programu:**
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1. **Wnioski:**

**Tworzenie obiektów 2d jest łatwiejsze za pomocą metody tworzenia grafu sceny, w języku JavaScript oraz obiektu Canvas jesteśmy w łatwy sposób tworzyć proste grafiki 2d.**